**Introduction**

Everything you see above is a (very large) set of polygons. 3D computer graphics work by taking sets of polygons and arranging and coloring them in ways to make them look like objects we see every day.

A computer is really not much more than a calculator on steroids, and a 3D calculator it only understands numbers. The way the Graphics Processing Unit (AKA the GPU) creates polygons is by reading in the coordinates of corners of the polygons which are known as vertices. In fact a file for a model of a cube could be made in an text editor when the GPU gets the vertices of the model, it can translate, rotate, and scale the model using the Model View Matrix.

Once the model has been transformed, then has to be turned into a 2D image that can appear on your screen. This is where the Projection Matrix comes in.

The buildings in the above picture are parallel to each other, but to our eyes look like they're converging to a point. What the Projection Matrix does is transform the 3D vertices and make their positions converge on the focal point.

OpenGL is a graphics Application Programming Interface (API) that allows the programmer to interface with the GPU. Until version 2.1, OpenGL had functions to set the Projection Matrix, but not to read it back out. When OpenGL 2.0 came out, it introduced Programmable Function Pipeline with allowed the programmer to give direction instructions to the GPU with GLSL (OpenGL Shader Language) programs.

When OpenGL 3.0 came out, it got rid of all the Fixed Function Pipeline functions that automatically calculated the perspective, translation, scaling, and rotation matrices. Now if a programmer wants to use the latest version of OpenGL, they have to calculate the matrices themselves.

This means that these pieces of code:

```
glfloat ratio = 640.0 / 480.0f;
glPerspective(60.0f, ratio, 1.0f, 10000.0f);
glTranslatef(0.0f, 0.0f, -20.0f);
glRotatef(45.0f, 1.0f, 1.0f, 1.0f);
glScalef(0.1f, 0.1f, 0.1f);
```

**Methods**

OpenGL vectors are 1 x 4 vectors with x, y, z, and scale component (which is almost always set to 1). To take the vertex coordinates and put them into perspective, they are multiplied against the perspective matrix. Before OpenGL 3.0, the perspective matrix was automatically generated with glpPerspective.

```
void glpPerspective(GLdouble l, GLdouble r, GLdouble b, GLdouble t, GLdouble f, GLdouble z);
```

Once the model has been transformed, it then has to be turned into a 2D image that can appear on your screen. This is where the Projection Matrix comes in.

Calculating the Translation Matrix

```
void glTranslatef(GLdouble x, GLdouble y, GLdouble z);
void glscale(GLdouble x, GLdouble y, GLdouble z);
```

Calculating the Rotation Matrix

The rotation matrix is fairly complex. The original glRotate took in the x, y, and z components of a vector a rotated it around the given angle. The rotation matrix is calculated like so:

```
x' = x * costheta - y * sintheta + c
y' = y * costheta + x * sintheta + c
z' = z * costheta + y * sintheta + c
```

Where c = cos(angle), s = sin(angle), and (x, y, z) = 1

**Results**

The Final Vertex Transformations

<table>
<thead>
<tr>
<th>Pre Transformation</th>
<th>Post Final * Vertex Transformation</th>
</tr>
</thead>
<tbody>
<tr>
<td>Vertex</td>
<td>X</td>
</tr>
<tr>
<td>1</td>
<td>-1.0</td>
</tr>
<tr>
<td>2</td>
<td>1.0</td>
</tr>
<tr>
<td>3</td>
<td>1.0</td>
</tr>
<tr>
<td>4</td>
<td>-1.0</td>
</tr>
<tr>
<td>5</td>
<td>-1.0</td>
</tr>
<tr>
<td>6</td>
<td>1.0</td>
</tr>
<tr>
<td>7</td>
<td>1.0</td>
</tr>
<tr>
<td>8</td>
<td>-1.0</td>
</tr>
</tbody>
</table>

*All values rounded to the nearest hundreddth.

**Summary**

3D computer graphics are made by taking a set of polygons and combining them to create 3D shapes that resemble objects in 3D space. Taking the vertices of the 3D shapes and multiplying them against a perspective matrix produces vector positions that can be used to create 2D images that can be shown on the screen.

Older versions of graphics APIs calculated transformation matrices for the programmer. Now they need to be calculated manually. The OpenGL 2.1 documentation is freely available and gives the equations needed to replace the deprecated API calls.

With the matrices calculated, they are then multiplied against vertices of a model to get 2D coordinates used for drawing the shape on a 2D canvas.

**Conclusions**

Replacing the fixed function matrix calculations with manual calculation was fairly painless. OpenGL 2.1 is well documented and calculating the matrices was just a matter of plugging in the variables.

The ability to calculate the matrices would also have uses for fixed function OpenGL. Being able to do the matrix calculations manually would allow the programmer to do the matrix calculations in RAM and send the matrix once. This would allow for fewer calls to the command buffer and a boost in performance.

The ability to calculate transformation matrices would also be needed to sort polygons. When there are polygons with transparency they need to be rendered back to front, and knowing how to calculate the vertex depth when rendered is needed to do so.

There are bound to be more applications to manually calculating the matrices. It is the world of computer graphics, it is a very valuable skill to have.
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